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# **TÌM HIỂU THUẬT TOÁN POSTFIX**

## **Lý do chọn đề tài**

Các biểu thức đại số được sử dụng hằng ngày đều được biểu diễn dưới dạng trung tố (infix). Cách biểu diễn này rất dễ hiểu với con người vì hầu hết các toán tử (+, -, \*, /) đều là toán tử hai ngôi và chúng phân cách giữa hai toán hạng với nhau. Tuy nhiên đối với máy tính, để tính được giá trị của một biểu thức đại số theo dạng này không đơn giản như ta vẫn làm. Với các biểu thức toán học đơn giản (như a+b) thì bạn có thể tự làm bằng các phương pháp tách chuỗi “thủ công”. Nhưng để “giải quyết” các biểu thức có dấu ngoặc, ví dụ như (a+b)\*c + (d+e)\*f , thì các phương pháp tách chuỗi đơn giản đều không khả thi. Để khắc phục điều đó, máy tính cần chuyển cách biểu diễn các biểu thức đại số từ trung tố sang một dạng khác là tiền tố hoặc hậu tố. Và trong khuôn khỗ đồ án này chúng em sẽ tìm hiểu và trình bày cách thực thi một biểu thức bằng dạng hậu tố (postfix) còn được biết đến với tên Ký Pháp Nghịch Đảo Ba Lan (Reserve Polish Notation – RPN), một thuật toán “kinh điển” trong lĩnh vực trình biên dịch thông qua ngôn ngữ minh họa Java.

## **Khái niệm**

Prefix (biểu thức tiền tố) được biểu diễn bằng cách đặt các toán tử lên trước các toán hạng. Cách biểu diễn này còn được gọi là “ký pháp Ba Lan”. Tùy theo mức độ ưu tiên của các toán tử mà chúng sẽ được sắp xếp khác nhau.

Postfix (biểu thức hậu tố) ngược lại với cách Prefix, biểu thức hậu tố tức là các toán tử sẽ được đặt sau các toán hạng. Cách biểu diễn này được gọi là “ký pháp nghịch đảo Ba Lan”.

Ví dụ:

|  |  |  |
| --- | --- | --- |
| Infix | Prefix | Postfix |
| a+b | +xy | xy+ |
| a+b-c | -+abc | ab+c- |
| a+b\*c | +a\*bc | abc\*+ |
| a+(b-c) | +a-bc | abc-+ |

## **Giải thích thuật toán**

Để đơn giản cho việc minh họa, giả định rằng chuỗi biểu thức nhận được từ bàn phím chỉ bao gồm: các dấu mở ngoặc/đóng ngoặc; 4 toán tử cộng, trừ, nhân và chia (+, -, \*, /); các toán hạng đều chỉ là các con số nguyên từ 0 đến 9; không có bất kỳ khoảng trắng nào giữa các ký tự.

### **Ký pháp Ba Lan ngược, và ứng dụng**

Ký pháp nghịch đảo Ba Lan được phát minh vào khoảng giữa thập kỷ 1950 bởi Charles Hamblin - một triết học gia và khoa học gia máy tính người Úc - dựa theo công trình về ký pháp Ba Lan của nhà Toán học người Ba Lan Jan Łukasiewicz. Hamblin trình bày nghiên cứu của mình tại một hội nghị khoa học vào tháng 6 năm 1957 và chính thức công bố vào năm 1962.

Từ tên hậu tố cũng đoán ra là theo cách biểu diễn này, các toán tử sẽ được đặt sau các toán hạng. Cụ thể là biểu thức trung tố: 4+5 sẽ được biểu diễn thành 4 5 +.

Quá trình tính toán giá trị của biểu thức hậu tố khá tự nhiên đối với máy tính. Ý tưởng là đọc biểu thức từ trái sang phải, nếu gặp một toán hạng (con số hoặc biến) thì push toán hạng này vào ngăn xếp; nếu gặp toán tử, lấy hai toán hạng ra khỏi ngăn xếp (stack), tính kết quả, đẩy kết quả trở lại ngăn xếp. Khi quá trình kết thúc thì con số cuối cùng còn lại trong ngăn xếp chính là giá trị của biểu thức đó.

### **Phương pháp chuyển từ biểu thức trung tố sang hậu tố**

* Độ ưu tiên của các toán tử

Một trong những điều quan trọng trước khi bắt đầu là phải tính toán được độ ưu tiên của các toán tử trong biểu thức nhập vào. Để đơn giản chỉ xét các toán tử hai ngôi và thường dùng bao gồm: multiply (+),subtract (-), multiply (\*), divide (/),modulo (%). Theo đó các toán tử “\*, /, %” có cùng độ ưu tiên và cao hơn hai toán tử “+, -”. Như vậy phương thức lấy độ ưu tiên toán tử như sau:

1 Xác định mức ưu tiên toán tử nằm trong chuỗi biểu thức (toantu)

2 {

3 if (toantu := "\*" OR toantu := "/" OR toantu == "%")

4 return 2;

5 if (toantu := " " OR toantu == "-")

6 return 1;

7 return 0;

8 }

* Chuẩn hóa biểu thức Infix trước khi chuyển đổi

Các biểu thức Infix khi nhập vào có thể dư thừa các khoảng trắng, các kí tự không phù hợp hoặc viết sai cú pháp và cần bước chuẩn hóa để loại bỏ điều đó.

Ngoài ra còn phải ghép các chữ số liền nhau thành số (toán hạng), tách các toán tử, phân cách với nhau bằng một khoảng trắng. Các phần tử này được gọi là một token.

* Kiểm tra toán tử và toán hạng

Trong thuật toán chuyển đổi này, cần có các phương thức kiểm tra xem một thành phần của chuỗi có phải là toán tử hoặc toán hạng không. Thay vì sử dụng các cấu trúc if hoặc switch dài dòng và bất tiện khi phát triển, dùng Regex để kiểm tra.

Ngoài ra vì chuỗi nhập vào là một biểu thức đại số, nên các toán hạng sẽ xét không chỉ là các chữ số mà còn có chữ cái từ a-z và A-Z.

Có một quy tắc nữa là khi dùng chữ cái thì chỉ cho phép duy nhất một chữ cái đại diện cho một toán hạng, còn khi dùng chữ số thì có thể nhiều chữ số ghép thành một toán hạng. Ví dụ viết ab phải hiểu là a\*b, viết 123 không được hiểu là 1\*2\*3.

1 Chương\_trình\_con\_Nhận\_dạng\_toán\_tử\_tên\_là IsOperator(string str)

2 {

3 Trả\_về\_đúng\_khi\_str\_thuộc\_một\_trong\_(str, @" |-|\*|/|%");

4 }

5 Chương\_trình\_con\_nhận\_dạng\_toán\_hạng\_là\_chữ IsOperand(string str)

6 {

7 Trả\_về\_đúng\_khi\_str\_chứa\_ký\_tự\_đầu\_tiên\_trong\_(str, @"^d $|^([a-z]|[A-Z])$");

8 }

Ví dụ: biểu thức trung tố :

được biểu diễn lại dưới dạng hậu tố là (ta sẽ bàn về thuật toán chuyển đổi từ trung tố sang hậu tố sau):

5 1 2 + 4 \* + 3 +

|  |  |  |  |
| --- | --- | --- | --- |
| **Ký tự** | **Thao tác** | **Stack** | **Chuỗi hậu tố** |
| 3 | Ghi 3 vào kết quả |  | 3 |
| + | Push + | + |  |
| 4 | Ghi 4 vào kết quả |  | 3 4 |
| \* | Push \* | +\* |  |
| 2 | Ghi 2 vào kết quả |  | 3 4 2 |
| / | Lấy \* ra khỏi stack, ghi vào kết quả, push / | +/ | 3 4 2 \* |
| ( | Push ( | +/( | 3 4 2 \* |
| 1 | Ghi 1 vào kết quả | +/( | 3 4 2 \* 1 |
| - | Push - | +/(- | 3 4 2 \* 1 |
| 5 | Ghi 5 vào kết quả | +/(- | 3 4 2 \* 1 5 |
| ) | Pop cho đến khi lấy được (, ghi các toán tử pop được ra kết quả | +/ | 3 4 2 \*1 5 - |
| 2 | Ghi 2 ra kết quả | +/ | 3 4 2 \*1 5 - 2 |
|  | Pop tất cả các toán tử ra khỏi ngăn xếp và ghi vào kết quả |  | 3 4 2 \*1 5 – 2 / + |

*Bảng 1. Mô tả quá trình thuật toán diễn ra*

## **Ứng dụng stack vào Thuật toán**

* Lý do:

Việc dùng Stack phổ biến hơn có ưu điểm là dễ cài đặt, đơn giản còn dùng Expression Tree sẽ giúp việc chuyển đổi được dễ hiểu và trực quan hơn tuy nhiên lại mất thời gian cài đặt. Trong bài viết này sẽ trình bày kĩ thuật sử dụng Stack.

* Stack trong Java

Stack là một cấu trúc dữ liệu lưu trữ nhiều phần tử dữ liệu. Stack hoạt động theo cơ chế vào sau ra trước Last In/First Out (LIFO).

Trong Stack có các thao tác cơ bản:

+ Push : thêm 1 phần tử vào đỉnh Stack

+ Pop : lấy 1 phần tử từ đỉnh Stack

+ Peek: trả về phần tử đầu Stack mà không loại bỏ nó ra khỏi Stack

+ isEmpty: Kiểm tra Stack có rỗng không?

+ Search: trả về vị trí phần tử trong Stack tính từ đỉnh stack nếu ko thấy trả về -1.

## **Giải thích code và các bước thực thi**

Tiếp theo đây sẽ hiện thực lại thuật toán bằng ngôn ngữ Java với một số bước thực thi và giải thích chúng.

Trong ngôn ngữ Java hay một số ngôn ngữ khác cũng vậy, để không code không qua dài trong một class, nên impliment các method tại nhiều class để việc tìm kiểm và sửa lỗi được thuận tiện.

![](data:image/png;base64,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)Vì vậy để thực hiện class *Postfix\_main.java* (đây là class chứa void main), trước tiên nên tạo một class mới *(InfixToPostfix.java)* và nó được chứa trong source *postfix*:

*Hình 1. Class InfixConverter.java chứa trong postfix*

|  |  |  |  |
| --- | --- | --- | --- |
| **STT** | **Tên lớp** | **Tên sinh viên thực hiện** | **Mục đích của lớp** |
| 1 | Postfix\_main | Phạm Thu Thảo, nguồn code từ trang web: <https://nguyenvanquan7826.com/2013/07/07/thuat-toan-java-chuyen-bieu-thuc-trung-to-sang-hau-to-java-converts-infix-to-postfix/> | * Cho phép nhập vào biểu thức cần chuyển đổi. * Gọi hàm tách biểu thức thành các phần tử từ class *InfixToPostfix.* * Gọi phương thức thực thi thuật toán được định nghĩa tại lớp InfixToPostfix. * Xuất trả về kết quả đã chuyển đổi biểu thức từ Infix sang Postfix. |
| 2 | InfixToPostfix | Phạm Thu Thảo, nguồn code từ trang web: <https://nguyenvanquan7826.com/2013/07/07/thuat-toan-java-chuyen-bieu-thuc-trung-to-sang-hau-to-java-converts-infix-to-postfix/> | Thực thi các phương thức hỗ trợ cho thuật toán chuyển biểu thức từ infix sang postfix:   * Phương thức *priority:* tính toán độ ưu tiên của toán tử * Phương thức *processString:* tách chuỗi biểu thức nhập vào thành các phần tử. * Phương thức *isOperator:* xét mỗi phần tử có phải toán tử không. * Phương thức *postfix:* thực hiện chuyển đổi biểu thức từ dạng infix sang dạng postfix. * Phương thức *valueMath:* thực hiện tính giá trị biểu thức khi ở dạng postfix. |

*Bảng 1. Mô tả các lớp trong chương trình*

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **STT** | **Tên phương thức** | **Mục đích của phương thức trong chương trình** | **Input** | **Output** | **Vị trí gọi phương thức** |
| 1 | *priority* | * **Thiết lập mức độ ưu tiên của toán tử.** * **Để đơn giản ta chỉ xét các toán tử hai ngôi và thường dùng bao gồm: multiply (+),subtract (-), multiply (\*), divide (/). Theo đó các toán tử “\*, /” có cùng độ ưu tiên và cao hơn hai toán tử “+, -”.** | Toán tử hoặc toán hạng cần xét (kiểu char) | -1: toán tử +, -.  - 2: toán tử \*,/.  -0: dấu ngoặc (,). | Phương thức được gọi trong hàm *postfix* tại class InfixToPostfix: *P1\_Postfix\src\postfix/* *InfixToPostfix* |
| 2 | *isOperator* | * Kiểm tra kí tự input có phải là một toản tử hay không, vì chuỗi nhập vào là một biểu thức đại số, nên các toán hạng sẽ xét không chỉ là các chữ số mà còn có chữ cái từ a-z và A-Z. | Toán tử hoặc toán hạng cần xét (kiểu char) | -true: nếu là toán tử  -false: nếu không là toán tử | Phương thức được gọi trong hàm *postfix* tại class InfixToPostfix: *P1\_Postfix\src\postfix/* *InfixToPostfix* |
| 3 | *processString* | Chuẩn hóa biểu thức Infix trước khi chuyển đổi, vì:   * Các biểu thức Infix khi nhập vào có thể dư thừa các khoảng trắng, các kí tự không phù hợp hoặc viết sai cú pháp. * Ngoài ra phải ghép các chữ số liền nhau thành số (toán hạng), tách các toán tử, phân cách với nhau bằng một khoảng trắng. Các phần tử này được gọi là một token. | Chuỗi nhập vào từ người dùng | Chuỗi đã được chuẩn hóa, nghĩa là mỗi phần tử cách nhau một khoảng trắng | Sau khi nhận được chuỗi của người dùng. |
| 4 | *postfix* | Đây là phương thức chính của chương trình. Phương thức này cho phép chuyển đổi dạng biểu thức từ infix sang postfix thông qua việc sử dụng các hàm kiểm tra và đặc biệt là stack.  (Mã giả được thể hiện tại phụ lục trang 11) | Chuỗi chữa phần tử đã được chuẩn hóa | Mảng các element sau khi đã được chuyển từ infix sang postfix. | Phương thức được gọi trong hàm *postfix* tại class InfixToPostfix: *P1\_Postfix\src\postfix/* *InfixToPostfix* |
| 4 | *valueMath* | Thực hiện tính giá trị biểu thức khi ở dạng postfix.  (Mã giả được thể hiện tại phụ lục trang 11) | Chuỗi biểu thức dạng postfix | Giá trị biểu thức | Phương thức được gọi trong hàm *postfix* tại class InfixToPostfix: *P1\_Postfix\src\postfix/* *InfixToPostfix* |

*Bảng 2. Giải thích các phương thức*

## **Mức độ hoàn thành**

* Trong phạm vi đề tài chỉ tìm hiểu được cách hoạt động của stack và ứng dụng vào đề tài của mình.
* Thực tế các biểu thức toán học rất phức tạp, nhưng mức độ tìm hiểu của đề tài chỉ dừng lại ở những phép toán cơ bản – cộng trừ, nhân chia.
* Đề tài hoàn thành đúng thời hạn.

## **Khó khăn trong quá trình tìm hiểu**

* Do khả năng có hạn, không thể tìm hiểu sâu một số thuật toán phức tạp.
* Những trang thông tin tiếng Việt quá sơ sài, phải tìm hiểu những trang nước ngoài và mất thời gian để dịch và hiểu.

## **Tài liệu tham khảo**

* Tài liệu từ Internet

<http://voer.edu.vn/c/danh-sach-tuyen-tinh-ngan-xep-stack/60bbf7d3/a208ce0f>

<https://nguyenvanquan7826.com/2013/07/07/thuat-toan-java-chuyen-bieu-thuc-trung-to-sang-hau-to-java-converts-infix-to-postfix/>

<http://khmt.123.st/t20-topic>

# **PHỤ LỤC**

## **Mô tả mã giả của phương thức *postfix***

BEGIN PROGRAM with elementMath

INIT EMPTY String s1

INIT EMPTY Stack S

LOOP element in elementMath

IF element not Operator:

s1 += element

END IF

ELSE:

IF element ==’(‘

Push element into S

END IF ELSE:

IF element ==’)’:

UNTIL S.Peek!=’(‘:

s1 += S.Pop()

S.Pop()

END IF

ELSE:

UNTIL S not EMPTY and S.Peek has Priovity bigger then element

s1+= S.Pop()

END UNTIL

S.Push(element)

END LOOP

UNTIL S not EMPTY:

s1 += S.Pop()

END UNTIL

RETURN s1

END PROGRAM

## **Mô tả mã giả của phương thức valueMath**

BEGIN PROGRAM with elementMath

INIT EMPTY STACK S

LOOP element in elementMath

IF not isOperator(element):

S.push(element);

END IF

ELSE

num = 0.0

num1 = S.pop();

num2 = S.pop();

SWITCH element:

CASE +: num = num2 + num1; BREAK;

CASE -: num = num2 – num1; BREAK;

CASE \*: num = num2 \* num1; BREAK;

CASE /: num = num2 / num1; BREAK;

END SWITCH

S.PUSH(num);

END ELSE

RETURN S.POP()

END PROGRAM